**Логирование с Slf4j и Logback**

Java существует уже много лет. В этом языке программирования огромное количество древнего наследия, особенностей и запутывающих новичков костылей. В первых версиях Java не было нормальной системы логирования, что привело к настоящему кошмару и порождению целого моря несовместимых друг с другом стандартов и библиотек, решающих одну и ту же задачу.
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В прошлых статьях я описывал кучу различных библиотек логирования: [System.err](https://urvanov.ru/2019/07/03/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d0%b2-java-%d1%81-system-err/), [JUL](https://urvanov.ru/2019/07/03/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-jul-java-util-logging/), [Log4j 1.2](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-log4j-1-2/), [Apache Commons Logging](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-apache-commons-logging/), [Log4j 2](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-log4j-2-%d0%b2-java/). В новых приложениях, как правило, ни один из них не используется. Сейчас правильным подходом считается использование API Slf4j и его реализации Logback.

Но что делать со всем старым кодом? Мы же не можем просто выбросить то огромное количество логеров и библиотек, которое уже существует. Для них нужно подключать специальные зависимости, содержащие их API, но вместо реализации перенаправляющие вывод в Slf4j:

* jcl-over-slf4j.jar содержит в себе API от [Apache Commons Logging](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-apache-commons-logging/), но вместо его реализации просто перенаправляет все вызовы в Slf4j.
* log4j-over-slf4j.jar содержит в себе API от Log4j, но вместо его реализации перенаправляет все вызовы в Slf4j.
* jul-to-slf4j.jar содержит в себе обработчик (Handler) для [JUL](https://urvanov.ru/2019/07/03/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-jul-java-util-logging/), который пишет все сообщения в Slf4j. Так как JUL встроен в JDK, то заменить его как в случае Apache Commons Logging и Log4j мы не можем, именно поэтому мы просто добавляем новый Handler.

Кроме вышеперечисленных зависимостей, перенаправляющих в Slf4j с API других библиотек, существуют зависимости, которые наоборот реализуют API Slf4j:

* slf4j-log4j12.jar перенаправляет вызовы Slf4j в Log4j12, то есть позволяет использовать [Log4j 1.2](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-log4j-1-2/) в качестве реализации API Slf4.
* slf4j-jdk14.jar перенаправляет вызовы Slf4j в JUL, то есть позволяет использовать [JUL](https://urvanov.ru/2019/07/03/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-jul-java-util-logging/) в качестве реализации API Slf4j.
* slf4j-nop.jar просто игнорирует все вызовы Slf4j, что равносильно полному отключению логов.
* slf4j-simple.jar перенаправляет вызовы Slf4j в [System.err](https://urvanov.ru/2019/07/03/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d0%b2-java-%d1%81-system-err/).
* slf4j-jcl.jar перенаправляет вызовы Slf4j в Apache Commons Logging, то есть позволяет использовать Apache Commons Logging в качестве реализации API Slf4j. Самое интересное в этом случае то, что [Apache Commons Logging](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-apache-commons-logging/) тоже является лишь обёрткой с API, перенаправляющей выводы в другие реализации…
* logback-classic.jar — это библиотека логирования, напрямую реализующая API Slf4j. В современных приложениях, как правило, используют именно её.

Надеюсь, я вас не запутал. Итак, что нам нужно сделать, чтобы использовать связку Slf4j и Logback:

1. Подключить slf4j-api.
2. Подключить logback-classic.
3. Подключить jcl-over-slf4j, log4j-over-slf4j, чтобы сообщения логов от зависимостей, которые используют Apache Commons Logging и Log4j перенаправлялись в Slf4j. Можно ещё подключить jul-to-slf4j, но это не рекомендуется, так как от него сильно падает производительность.
4. Из всех других подключаемых зависимостей убирать с помощью exclude в Maven зависимость от конкретной библиотеки логирования.
5. Настроить Logback.
6. Использовать slf4j-api для записи логов.

Давайте сделаем простое приложение с использованием Slf4j. Создайте новый проект Maven. Добавьте туда зависимость от Logback и Slf4j-api:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56 | <project xmlns="http://maven.apache.org/POM/4.0.0"      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">      <modelVersion>4.0.0</modelVersion>        <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4j-logback-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <packaging>jar</packaging>        <name>slf4j-logback-example</name>      <url>http://maven.apache.org</url>        <properties>          <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>          <java-version>1.8</java-version>          <slf4j.version>1.7.26</slf4j.version>      </properties>        <dependencies>          <dependency>              <groupId>junit</groupId>              <artifactId>junit</artifactId>              <version>4.12</version>              <scope>test</scope>          </dependency>          <dependency>              <groupId>ch.qos.logback</groupId>              <artifactId>logback-classic</artifactId>              <version>1.2.3</version>          </dependency>          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>slf4j-api</artifactId>              <version>${slf4j.version}</version>          </dependency>      </dependencies>      <build>          <plugins>              <plugin>                  <groupId>org.apache.maven.plugins</groupId>                  <artifactId>maven-compiler-plugin</artifactId>                  <version>2.5.1</version>                  <configuration>                      <source>${java-version}</source>                      <target>${java-version}</target>                      <encoding>${project.build.sourceEncoding}</encoding>                      <compilerArgument>-Xlint:all</compilerArgument>                      <showWarnings>true</showWarnings>                      <showDeprecation>true</showDeprecation>                  </configuration>              </plugin>          </plugins>      </build>    </project> |

Logback сначала пытается читать конфигурацию из “logback-test.xml” в classpath, затем из “logback.groovy” в classpath, а затем из “logback.xml” в classpath.

Файл “logback-test.xml” обычно создают в “src/test/resources”, чтобы иметь отдельную конфигурацию для тестов, а файл “logback.xml” обычно создают в “src/main/resources” как основную конфигурацию логирования. Создадим простой файл “logback.xml”:

logback.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | {{urvanov-syntax-highlighter-internal:0}}  <configuration>    <appender name="STDOUT" class="ch.qos.logback.core.ConsoleAppender">      <!-- encoders are assigned the type           ch.qos.logback.classic.encoder.PatternLayoutEncoder by default -->      <encoder>        <pattern>%d{dd.MM.yyyy HH:mm:ss.SSS} [%thread] %-5level %logger{20} - %msg%n</pattern>      </encoder>    </appender>      <root level="debug">      <appender-ref ref="STDOUT" />    </root>  </configuration> |

Мы просто указываем уровень debug для корневого логера, а затем подключаем к нему appender, который будет писать в консоль. В pattern мы указываем, что в лог нужно писать сначала дату с временем %d{dd.MM.yyyy HH:mm:ss.SSS}, потом название потока [%thread], затем пять символов уровеня логирования %-5level, затем название логера, пытаясь уместить его в 36 символов, %logger{36}, затем сообщение логера %msg и перевод строки %n.

Напишем простой класс, использующий связку Slf4j и Logback:

Slf4jLogbackExampleApp.java

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | package ru.urvanov.javaexamples.slf4jlogback;    import java.io.IOException;  import java.nio.file.Files;  import java.nio.file.Paths;    import org.slf4j.Logger;  import org.slf4j.LoggerFactory;    public class Slf4jLogbackExampleApp {      private static final Logger logger = LoggerFactory.getLogger(              Slf4jLogbackExampleApp.class);        private static final String FILENAME = "/file/does/not/exist";        public static void main(String[] args) {          logger.info("Just a log message.");          logger.debug("Message for debug level.");          try {              Files.readAllBytes(Paths.get(FILENAME));          } catch (IOException ioex) {              logger.error("Failed to read file {}.", FILENAME, ioex);          }      }  } |

Обратите внимание, что мы используем классы из Slf4j, а не из библиотеки Logback. Сначала мы получаем логгер:

Java

|  |  |
| --- | --- |
| 1  2 | private static final Logger logger = LoggerFactory.getLogger(          Slf4jLogbackExampleApp.class); |

Затем выводим два тестовых сообщения в лог:

Java

|  |  |
| --- | --- |
| 1  2 | logger.info("Just a log message.");  logger.debug("Message for debug level."); |

А дальше воспользуемся достижением Slf4j: мы выводем в лог строку с параметром:

Java

|  |  |
| --- | --- |
| 1 | logger.error("Failed to read file {}.", FILENAME, ioex); |

Вместо {} в выходную строку будет подставляться FILENAME. Раньше, [например в Apache Commons Logging](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-apache-commons-logging/), мы использовали String.format, но это приводит к дополнительным расходам, так как String.format вычисляется даже в том случае, когда в реальности строка в лог не попадёт из-за выбранного уровня логирования. Например, если мы пишем сообщение с уровнем DEBUG, а в конфигурации настроено, что в лог нужно выводить только INFO.

В случае же Slf4j мы указываем {} в тех местах, куда нужно подставить параметры при выводе лога, а затем передаём нужные значение в последующих параметрах метода. Последним параметром идёт, как правило, само исключение ( ioex).

Теперь немного модифицируем файл конфигурации, чтобы добавить вывод сообщений лога в файл:

logback.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | {{urvanov-syntax-highlighter-internal:0}}  <configuration>      <appender name="STDOUT"          class="ch.qos.logback.core.ConsoleAppender">          <!-- encoders are assigned the type ch.qos.logback.classic.encoder.PatternLayoutEncoder              by default -->          <encoder>              <pattern>%d{dd.MM.yyyy HH:mm:ss.SSS} [%thread] %-5level  %logger{20} - %msg%n</pattern>          </encoder>      </appender>        <appender name="FILE"          class="ch.qos.logback.core.rolling.RollingFileAppender">          <file>slf4jlogbackexample.log</file>          <rollingPolicy              class="ch.qos.logback.core.rolling.TimeBasedRollingPolicy">              <!-- daily rollover -->              <fileNamePattern>slf4jlogbackexample.%d{yyyy-MM-dd}.log</fileNamePattern>                <!-- Храним файлы логов 10 дней -->              <maxHistory>10</maxHistory>                <!-- Максимальный размер файлов лога 30 гигабайт -->              <totalSizeCap>10GB</totalSizeCap>            </rollingPolicy>          <encoder>              <pattern>%d{dd.MM.yyyy HH:mm:ss.SSS} [%thread] %-5level  %logger{20} - %msg%n</pattern>          </encoder>      </appender>        <root level="debug">          <appender-ref ref="STDOUT" />          <appender-ref ref="FILE" />      </root>  </configuration> |

Мы добавили ещё один appender с именем FILE, в качестве реализации appender-а выбрали RollingFileAppender и настроили его на то, чтобы он создавал новый файл каждый день, максимально хранил логи 10 дней и до 30 гигабайт.

Если мы сейчас запустим наш класс Slf4jLogbackExampleApp, то в консоли и в файле “slf4jlogbackexample.log” увидим следующее содержимое:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | 08.07.2019 11:03:27.083 [main] INFO   r.u.j.s.Slf4jLogbackExampleApp - Just a log message.  08.07.2019 11:03:27.093 [main] DEBUG  r.u.j.s.Slf4jLogbackExampleApp - Message for debug level.  08.07.2019 11:03:27.111 [main] ERROR  r.u.j.s.Slf4jLogbackExampleApp - Failed to read file /file/does/not/exist.  java.nio.file.NoSuchFileException: \file\does\not\exist  at sun.nio.fs.WindowsException.translateToIOException(WindowsException.java:79)  at sun.nio.fs.WindowsException.rethrowAsIOException(WindowsException.java:97)  at sun.nio.fs.WindowsException.rethrowAsIOException(WindowsException.java:102)  at sun.nio.fs.WindowsFileSystemProvider.newByteChannel(WindowsFileSystemProvider.java:230)  at java.nio.file.Files.newByteChannel(Files.java:361)  at java.nio.file.Files.newByteChannel(Files.java:407)  at java.nio.file.Files.readAllBytes(Files.java:3152)  at ru.urvanov.javaexamples.slf4jlogback.Slf4jLogbackExampleApp.main(Slf4jLogbackExampleApp.java:20) |

Отлично. Логирование работает. Теперь потренируемся в настраивании bridge-ей, который будут перенаправлять логи из других логеров в slf4j. Для этого нам нужно подключить какую-нибудь внешнюю библиотеку, которая вместо slf4j использует в качестве логирования что-то другое. Я сходу не смог найти что-то подобное, поэтому создал сам. Создайте новый проект Maven с “pom.xml”:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | <project xmlns="http://maven.apache.org/POM/4.0.0"      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">      <modelVersion>4.0.0</modelVersion>        <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-commons-logging-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <packaging>jar</packaging>        <name>slf4jlogback-commons-logging-example</name>      <url>http://maven.apache.org</url>        <properties>          <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>          <java-version>1.8</java-version>      </properties>        <dependencies>          <dependency>              <groupId>commons-logging</groupId>              <artifactId>commons-logging</artifactId>              <version>1.2</version>          </dependency>      </dependencies>      <build>          <plugins>              <plugin>                  <groupId>org.apache.maven.plugins</groupId>                  <artifactId>maven-compiler-plugin</artifactId>                  <version>2.5.1</version>                  <configuration>                      <source>${java-version}</source>                      <target>${java-version}</target>                      <encoding>${project.build.sourceEncoding}</encoding>                      <compilerArgument>-Xlint:all</compilerArgument>                      <showWarnings>true</showWarnings>                      <showDeprecation>true</showDeprecation>                  </configuration>              </plugin>          </plugins>      </build>  </project> |

Затем создайте класс “Slf4jLogbackCommonsLoggingExample”:

Slf4jLogbackCommonsLoggingExample.java

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | package ru.urvanov.javaexamples.slf4jlogbackcommonslogging;    import org.apache.commons.logging.Log;  import org.apache.commons.logging.LogFactory;    public class Slf4jLogbackCommonsLoggingExample {      private static final Log log = LogFactory.getLog(              Slf4jLogbackCommonsLoggingExample.class);        public static void logCommonsLogging() {          log.debug("Debug message for commons logging");          log.info("info message to commons logging");      }  } |

Мы просто пишем пару сообщений в лог. Соберём этот модуль и положим его в локальный репозиторий Maven:

|  |  |
| --- | --- |
| 1 | mvn clean install |

Теперь в наш основной проект slf4j-logback-example добавим новую зависимость:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5 | <dependency>      <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-commons-logging-example</artifactId>      <version>0.0.1-SNAPSHOT</version>  </dependency> |

Подключая её мы заодно получаем Apache Commons Logging в нашем classpath, что можно легко увидеть в дереве зависимостей:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | $ mvn dependency:tree    [INFO] Scanning for projects...  [INFO]  [INFO] -----------< ru.urvanov.javaexamples:slf4j-logback-example >------------  [INFO] Building slf4j-logback-example 0.0.1-SNAPSHOT  [INFO] --------------------------------[ jar ]---------------------------------  [INFO]  [INFO] --- maven-dependency-plugin:2.8:tree (default-cli) @ slf4j-logback-example ---  [INFO] ru.urvanov.javaexamples:slf4j-logback-example:jar:0.0.1-SNAPSHOT  [INFO] +- junit:junit:jar:4.12:test  [INFO] |  \- org.hamcrest:hamcrest-core:jar:1.3:test  [INFO] +- ch.qos.logback:logback-classic:jar:1.2.3:compile  [INFO] |  \- ch.qos.logback:logback-core:jar:1.2.3:compile  [INFO] +- org.slf4j:slf4j-api:jar:1.7.26:compile  [INFO] \- ru.urvanov.javaexamples:slf4jlogback-commons-logging-example:jar:0.0.1-SNAPSHOT:compile  [INFO]    \- commons-logging:commons-logging:jar:1.2:compile  [INFO] ------------------------------------------------------------------------  [INFO] BUILD SUCCESS  [INFO] ------------------------------------------------------------------------  [INFO] Total time:  1.760 s  [INFO] Finished at: 2019-07-08T11:32:44+03:00  [INFO] ------------------------------------------------------------------------ |

В листинге выше на 17 строке видно, что заодно мы получили зависимость от commons-logging. Нам нужно её убрать. В нашем “pom.xml” меняем подключение зависимости slf4jlogback-commons-logging-example вот так:

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | <dependency>      <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-commons-logging-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <exclusions>          <exclusion>              <groupId>commons-logging</groupId>              <artifactId>commons-logging</artifactId>          </exclusion>      </exclusions>  </dependency> |

Посмотрим дерево зависимостей снова:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | $ mvn dependency:tree    [INFO] Scanning for projects...  [INFO]  [INFO] -----------< ru.urvanov.javaexamples:slf4j-logback-example >------------  [INFO] Building slf4j-logback-example 0.0.1-SNAPSHOT  [INFO] --------------------------------[ jar ]---------------------------------  [INFO]  [INFO] --- maven-dependency-plugin:2.8:tree (default-cli) @ slf4j-logback-example ---  [INFO] ru.urvanov.javaexamples:slf4j-logback-example:jar:0.0.1-SNAPSHOT  [INFO] +- junit:junit:jar:4.12:test  [INFO] |  \- org.hamcrest:hamcrest-core:jar:1.3:test  [INFO] +- ch.qos.logback:logback-classic:jar:1.2.3:compile  [INFO] |  \- ch.qos.logback:logback-core:jar:1.2.3:compile  [INFO] +- org.slf4j:slf4j-api:jar:1.7.26:compile  [INFO] \- ru.urvanov.javaexamples:slf4jlogback-commons-logging-example:jar:0.0.1-SNAPSHOT:compile  [INFO] ------------------------------------------------------------------------  [INFO] BUILD SUCCESS  [INFO] ------------------------------------------------------------------------  [INFO] Total time:  1.637 s  [INFO] Finished at: 2019-07-08T11:36:55+03:00  [INFO] ------------------------------------------------------------------------ |

Уже лучше. Но раз мы убрали Apache Commons Logging, то наш slf4jlogback-commons-logging-example не сможет найти классы org.apache.commons.logging.Log и org.apache.commons.logging.LogFactory. Что же нам делать? Мы должны подключить зависимость jcl-over-slf4j, она содержит нужные классы, но вместо настоящей реализации Apache Commons Logging просто перенаправляет вызовы в Slf4j:

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5 | <dependency>      <groupId>org.slf4j</groupId>      <artifactId>jcl-over-slf4j</artifactId>      <version>${slf4j.version}</version>  </dependency> |

Теперь мы можем в основном классе Slf4jLogbackExampleApp вызвать наш метод, а в логе увидеть его сообщения:

Slf4jLogbackExampleApp.java

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28 | package ru.urvanov.javaexamples.slf4jlogback;    import java.io.IOException;  import java.nio.file.Files;  import java.nio.file.Paths;    import org.slf4j.Logger;  import org.slf4j.LoggerFactory;    import ru.urvanov.javaexamples.slf4jlogbackcommonslogging.Slf4jLogbackCommonsLoggingExample;    public class Slf4jLogbackExampleApp {      private static final Logger logger = LoggerFactory.getLogger(              Slf4jLogbackExampleApp.class);        private static final String FILENAME = "/file/does/not/exist";        public static void main(String[] args) {          logger.info("Just a log message.");          logger.debug("Message for debug level.");          try {              Files.readAllBytes(Paths.get(FILENAME));          } catch (IOException ioex) {              logger.error("Failed to read file {}.", FILENAME, ioex);          }          Slf4jLogbackCommonsLoggingExample.logCommonsLogging();      }  } |

Если мы запустим это на выполнение, то в консоли и в файле “slf4jlogbackexample.log” мы увидим следующие строки:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | 08.07.2019 11:44:52.227 [main] INFO   r.u.j.s.Slf4jLogbackExampleApp - Just a log message.  08.07.2019 11:44:52.227 [main] DEBUG  r.u.j.s.Slf4jLogbackExampleApp - Message for debug level.  08.07.2019 11:44:52.249 [main] ERROR  r.u.j.s.Slf4jLogbackExampleApp - Failed to read file /file/does/not/exist.  java.nio.file.NoSuchFileException: \file\does\not\exist  at sun.nio.fs.WindowsException.translateToIOException(WindowsException.java:79)  at sun.nio.fs.WindowsException.rethrowAsIOException(WindowsException.java:97)  at sun.nio.fs.WindowsException.rethrowAsIOException(WindowsException.java:102)  at sun.nio.fs.WindowsFileSystemProvider.newByteChannel(WindowsFileSystemProvider.java:230)  at java.nio.file.Files.newByteChannel(Files.java:361)  at java.nio.file.Files.newByteChannel(Files.java:407)  at java.nio.file.Files.readAllBytes(Files.java:3152)  at ru.urvanov.javaexamples.slf4jlogback.Slf4jLogbackExampleApp.main(Slf4jLogbackExampleApp.java:22)  08.07.2019 11:44:52.249 [main] DEBUG  r.u.j.s.Slf4jLogbackCommonsLoggingExample - Debug message for commons logging  08.07.2019 11:44:52.249 [main] INFO   r.u.j.s.Slf4jLogbackCommonsLoggingExample - info message to commons logging |

С Apache Commons Logging разобрались. Теперь разберём ситуацию, когда мы подключаем внешнюю библиотеку, использующую Log4j. Создадим эту библиотеку вручную. Файл “pom.xml”:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | <project xmlns="http://maven.apache.org/POM/4.0.0"      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">      <modelVersion>4.0.0</modelVersion>        <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-log4j-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <packaging>jar</packaging>        <name>slf4jlogback-log4j-example</name>      <url>http://maven.apache.org</url>        <properties>          <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>          <java-version>1.8</java-version>      </properties>        <dependencies>          <dependency>              <groupId>log4j</groupId>              <artifactId>log4j</artifactId>              <version>1.2.17</version>          </dependency>      </dependencies>      <build>          <plugins>              <plugin>                  <groupId>org.apache.maven.plugins</groupId>                  <artifactId>maven-compiler-plugin</artifactId>                  <version>2.5.1</version>                  <configuration>                      <source>${java-version}</source>                      <target>${java-version}</target>                      <encoding>${project.build.sourceEncoding}</encoding>                      <compilerArgument>-Xlint:all</compilerArgument>                      <showWarnings>true</showWarnings>                      <showDeprecation>true</showDeprecation>                  </configuration>              </plugin>          </plugins>      </build>  </project> |

Напишем небольшой класс, который пишет что-нибудь в Log4j 1.2 (по этой библиотеку логирования у меня есть [отдельная статья](https://urvanov.ru/2019/07/04/%d0%bb%d0%be%d0%b3%d0%b8%d1%80%d0%be%d0%b2%d0%b0%d0%bd%d0%b8%d0%b5-%d1%81-log4j-1-2/)):

Slf4jLogbackLog4jExample.java

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | package ru.urvanov.javaexamples.slf4jlogbacklog4j;    import org.apache.log4j.Logger;    public class Slf4jLogbackLog4jExample {        private static final Logger logger = Logger.getLogger(              Slf4jLogbackLog4jExample.class);        public static void logToLog4j12() {          logger.debug("Log4j 1.2 example debug message");          logger.info("Log4j 1.2 example info message.");      }  } |

Соберём проект и положим его в локальный репозиторий Maven:

|  |  |
| --- | --- |
| 1 | mvn clean install |

Подключим собранный проект к нашему основному проекту:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5 | <dependency>      <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-log4j-example</artifactId>      <version>0.0.1-SNAPSHOT</version>  </dependency> |

Построим дерево зависимостей и убедимся, что к нам в classpath заодно попадёт Log4j 1.2:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | $ mvn dependency:tree    [INFO] Scanning for projects...  [INFO]  [INFO] -----------< ru.urvanov.javaexamples:slf4j-logback-example >------------  [INFO] Building slf4j-logback-example 0.0.1-SNAPSHOT  [INFO] --------------------------------[ jar ]---------------------------------  [INFO]  [INFO] --- maven-dependency-plugin:2.8:tree (default-cli) @ slf4j-logback-example ---  [INFO] ru.urvanov.javaexamples:slf4j-logback-example:jar:0.0.1-SNAPSHOT  [INFO] +- junit:junit:jar:4.12:test  [INFO] |  \- org.hamcrest:hamcrest-core:jar:1.3:test  [INFO] +- ch.qos.logback:logback-classic:jar:1.2.3:compile  [INFO] |  \- ch.qos.logback:logback-core:jar:1.2.3:compile  [INFO] +- org.slf4j:slf4j-api:jar:1.7.26:compile  [INFO] +- ru.urvanov.javaexamples:slf4jlogback-commons-logging-example:jar:0.0.1-SNAPSHOT:compile  [INFO] +- org.slf4j:jcl-over-slf4j:jar:1.7.26:compile  [INFO] \- ru.urvanov.javaexamples:slf4jlogback-log4j-example:jar:0.0.1-SNAPSHOT:compile  [INFO]    \- log4j:log4j:jar:1.2.17:compile  [INFO] ------------------------------------------------------------------------  [INFO] BUILD SUCCESS  [INFO] ------------------------------------------------------------------------  [INFO] Total time:  1.549 s  [INFO] Finished at: 2019-07-08T12:02:31+03:00  [INFO] ------------------------------------------------------------------------ |

На 19 строке явно видно, что у нас в зависимостях подтянулся нежелательный Log4j. Его нужно убрать, а вместо него добавить log4j-over-slf4j:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | <dependency>      <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4jlogback-log4j-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <exclusions>          <exclusion>              <groupId>log4j</groupId>              <artifactId>log4j</artifactId>          </exclusion>      </exclusions>  </dependency>  <dependency>      <groupId>org.slf4j</groupId>      <artifactId>log4j-over-slf4j</artifactId>      <version>${slf4j.version}</version>  </dependency> |

В классе Slf4jLogbackExampleApp вызовем метод из добавленной библиотеки:

Java

|  |  |
| --- | --- |
| 1 | Slf4jLogbackLog4jExample.logToLog4j12(); |

Запустим класс Slf4jLogbackExampleApp и увидим строки из Slf4jLogbackLog4jExample:

|  |  |
| --- | --- |
| 1  2 | 08.07.2019 12:09:28.555 [main] DEBUG  r.u.j.s.Slf4jLogbackLog4jExample - Log4j 1.2 example debug message  08.07.2019 12:09:28.555 [main] INFO   r.u.j.s.Slf4jLogbackLog4jExample - Log4j 1.2 example info message. |

Конечный вариант файла “Slf4jLogbackExampleApp.java”:

Java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | package ru.urvanov.javaexamples.slf4jlogback;    import java.io.IOException;  import java.nio.file.Files;  import java.nio.file.Paths;    import org.slf4j.Logger;  import org.slf4j.LoggerFactory;    import ru.urvanov.javaexamples.slf4jlogbackcommonslogging.Slf4jLogbackCommonsLoggingExample;  import ru.urvanov.javaexamples.slf4jlogbacklog4j.Slf4jLogbackLog4jExample;    public class Slf4jLogbackExampleApp {      private static final Logger logger = LoggerFactory.getLogger(              Slf4jLogbackExampleApp.class);        private static final String FILENAME = "/file/does/not/exist";        public static void main(String[] args) {          logger.info("Just a log message.");          logger.debug("Message for debug level.");          try {              Files.readAllBytes(Paths.get(FILENAME));          } catch (IOException ioex) {              logger.error("Failed to read file {}.", FILENAME, ioex);          }          Slf4jLogbackCommonsLoggingExample.logCommonsLogging();          Slf4jLogbackLog4jExample.logToLog4j12();      }  } |

Конечный вариант файла “pom.xml” от slf4j-logback-example:

pom.xml

XHTML

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95 | <project xmlns="http://maven.apache.org/POM/4.0.0"      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">      <modelVersion>4.0.0</modelVersion>        <groupId>ru.urvanov.javaexamples</groupId>      <artifactId>slf4j-logback-example</artifactId>      <version>0.0.1-SNAPSHOT</version>      <packaging>jar</packaging>        <name>slf4j-logback-example</name>      <url>http://maven.apache.org</url>        <properties>          <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>          <java-version>1.8</java-version>          <slf4j.version>1.7.26</slf4j.version>      </properties>        <dependencies>          <dependency>              <groupId>junit</groupId>              <artifactId>junit</artifactId>              <version>4.12</version>              <scope>test</scope>          </dependency>            <!-- Logback -->          <dependency>              <groupId>ch.qos.logback</groupId>              <artifactId>logback-classic</artifactId>              <version>1.2.3</version>          </dependency>            <!-- Slf4j dependencies -->          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>slf4j-api</artifactId>              <version>${slf4j.version}</version>          </dependency>          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>jcl-over-slf4j</artifactId>              <version>${slf4j.version}</version>          </dependency>          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>log4j-over-slf4j</artifactId>              <version>${slf4j.version}</version>          </dependency>            <!-- Other libraries -->          <dependency>              <groupId>ru.urvanov.javaexamples</groupId>              <artifactId>slf4jlogback-commons-logging-example</artifactId>              <version>0.0.1-SNAPSHOT</version>              <exclusions>                  <exclusion>                      <groupId>commons-logging</groupId>                      <artifactId>commons-logging</artifactId>                  </exclusion>              </exclusions>          </dependency>          <dependency>              <groupId>ru.urvanov.javaexamples</groupId>              <artifactId>slf4jlogback-log4j-example</artifactId>              <version>0.0.1-SNAPSHOT</version>              <exclusions>                  <exclusion>                      <groupId>log4j</groupId>                      <artifactId>log4j</artifactId>                  </exclusion>              </exclusions>          </dependency>        </dependencies>      <build>          <plugins>              <plugin>                  <groupId>org.apache.maven.plugins</groupId>                  <artifactId>maven-compiler-plugin</artifactId>                  <version>2.5.1</version>                  <configuration>                      <source>${java-version}</source>                      <target>${java-version}</target>                      <encoding>${project.build.sourceEncoding}</encoding>                      <compilerArgument>-Xlint:all</compilerArgument>                      <showWarnings>true</showWarnings>                      <showDeprecation>true</showDeprecation>                  </configuration>              </plugin>          </plugins>      </build>    </project> |

В результате логирование в нашем проекте можно отразить следующей схемой:

![Slf4j Logback example](data:image/png;base64,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)Slf4j Logback example

Вот такая ситуация с логированием/журналированием в Java на текущий момент.